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ABSTRACT
Microservices allow teams to work in isolation, and reduce the need of communication among the teams. While this aspect could be considered a short-term benefit due to the reduction of the communication effort, the reduced amount of communication could create issues in the general synchronization of the whole project. In this work we start to depict the potential negative impact of the reduced need of communication in the development of microservices-based systems. We propose the design of an empirical study to understand if this reduction is beneficial, and when and how communication between teams should be enforced.
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1 INTRODUCTION
Microservices (MSs) are relatively small and autonomous services deployed independently, with a single and clear purpose [1]. Each MS is independent from other services, can be developed in different programming languages, can scale independently from other services, and can be deployed on the hardware that best suits its needs. Moreover, because of the limited size, MS are easier to maintain and more fault-tolerant since the failure of one service will not break the whole system, which could happen in a monolithic system.

MSs enable large projects to be split into smaller MSs. Individual MSs are mainly independent from each other. Each team works on different MS, and develops user stories that affect only their own MS. Thus, when a team encounters some issues, they do not influence or slow down the other teams. Therefore, communication between developers is commonly very efficient, since there are no barriers and no need to wait for other teams to take decisions [21][2].

In this work we aim at discussing communication issues among teams developing MS-based systems and to propose the design of a collaborative set of case studies to understand if the reduced communication need is beneficial or not. The goal is to raise some discussion points on the negative effect of reduced communication in Agile Software Development (ASD) in the context of MS development. Moreover, we aim at discussing the possible design of a research study, possibly collaborative between workshop participants, with the goal of identifying effective communication patterns and solutions to overcome communication barriers [4].

This paper is structured as follows. Section 2 introduces the background and related work. In Section 3, we introduce the communication issues in MS development. In Section 4 we describe the study protocol we are aiming to adopt. In Section 5 we present our roadmap while in Section 6, we draw conclusions and present an outlook on future work.

2 BACKGROUND AND RELATED WORKS
Communicating and constantly sharing information among the teams and customers are some of the most important activities during ASD [6], [7].

Communication plays a strategic role from the beginning of the project, when teams and customers define the Minimum Viable Product (MVP) [8]. Communication in Agile can be classified in different ways based on the actors involved and channels used. We can distinguish between internal and external communication, if it involves only developers (internal) or developers and stakeholders (external) [6]. Communication can also be classified into three different levels, as suggested by [9]: one level (primary) between customers and team members to elicit the requirements, a second level (mid-iteration) between team members and sometimes customers in order to reduce any possible requirements disagreement, and the last one (end iteration) among team members to provide feedbacks and requirements details. This approach is useful especially during the requirement elicitation process [10].

Considering the adopted communication channels, we can classify communication as active, based on synchronous activities, or passive, based on asynchronous activities. Synchronous activities involve face-to-face meetings, telephone conversations, and video conferencing, while asynchronous include mail or documentation [9].

Several studies have investigated communication aspects in Agile processes [11][12][13][14][23] focusing on key success factors [7][16]. One of the most important findings is that selecting good communication strategies can increase the quality of the development process [11][12][16][17].

Taking into account the size of the different teams involved in the development process, an appropriate workspace environment and a common area generally improve communication aspects especially in small teams [7]. Considering the teams’ locations, a higher communication effort is required in case of distributed development [18][19][20][23][22].
3 COMMUNICATION ISSUES IN MICROSERVICES DEVELOPMENT

MS development falls in the same domain of global software development (GSD), where independent teams develop different parts of the same system. In both cases, the teams are essentially separated, and the attempt is that there is as little common ground as possible that developers need to consider. In MS-based development, this is a direct result of the who MS philosophy, that the services are independent, while in GSD, the need for separation comes from practical experience on how difficult it is to manage a project where distributed teams need to work on the same piece of software [5]. Thus, while the drivers for the separation of teams are very different, the resulting team structure is essentially the same. Even if the communication among teams in MS-based systems is reduced, the same issues are experienced as in GSD. Therefore, we could experience the common division of GSD communication issues as [18], [19], [21]. Here we list the possible communication scenarios among teams working on different MS.

- Collocated teams: all teams are in the same location. In this case, communication is easy and, even if teams are not working together on the same project, they can easily exchange project information during non-developing hours.
- Distributed development with overlapping work hours: teams work in different geographical locations but they have only few hours during the workday in which they interact with each other. If needed, meetings can be held during the overlapping time.
- Distributed development with NO overlapping work hours: Teams have no interaction during their working hours, therefore synchronization and meetings require more organization effort.

A possible solution to overcome the communication issues is to introduce at least one level of hierarchy; adding one member that will act as teams coordinator. Moreover, the complexity of MS system development requires to rely on a software architect. In some companies, the architect could also play the role of a coordinator. Issues could be solved in different ways:

- **Strict one-level hierarchy.** In case of problems the coordinator will take a decision, and he/she will be the sole responsible of the decision.
  
  **Pros:** This approach speeds up the decision time, as only one person needs to take the decisions without the need of coordinating among other members.
  
  **Cons:** Non-democratic decisions always have the issue of not being widely accepted by the members. Moreover, the coordinator should have a higher level of expertise, since the decision comes from one single person, other solutions (in some case more efficient) could apply to the same problem.

- **Two-Level Hierarchy.** Decisions taken by the coordinator supported by the responsible person of each MS involved. The responsible person of each MS could be the Scrum master (in case of Scrum processes) or a similar figure.

**Pros:** This approach enables teams to have their representative included in the decision processes. Decisions could be more beneficial for all the teams.

**Cons:** Synchronizing different coordinators could take a relatively long time depending on the locations, time zones, and availabilities of the different MS responsible. Moreover, in some cases, MS responsible could need more time to discuss with their team members before taking a decision.

- **Full Democracy.** Decisions are taken with a discussion that involves all team members (or a reasonably big representative) of each MS.

**Pros:** In this approach, no members are excluded. Due to high level of information sharing, teams aim at gathering all the opinions before taking any decisions.

**Cons:** The more there are people involved in the decision making process, the longer the discussion time will be. Therefore, in case of agile teams who need to make quick decisions, this approach, beside its pros, could provide more drawbacks, creating deadlocks in the development processes.

Different communication issues could be also solved by different communication means. Synchronous communication, including face-to-face meeting, online chat and videoconference or telephone call, are by far the most effective approaches[21]. However, the main drawback is that they require the simultaneous presence of all the actors involved in the communication itself. Asynchronous communication includes email messages, but also time to write and read documentation. Asynchronous communication has the benefit of being more traceable than synchronous and not requiring the availability of the actors at the same time. However, the main drawback is the time needed to get answers.

Considering the different roles inside the development and management team, some issue can also be solved by a proactive approach of the entire management team and by including the customers as much as possible[2].

4 THE EMPIRICAL STUDY

In this section, we propose the design of an empirical study [24] aimed at comparing the communication issues and benefits of the team communication between monolithic and microservices. Therefore, we designed this study as multiple case study [25], that will be conducted in different companies that migrated from monolithic systems to microservices.

According to our expectation, we formulated the study goal according to the GQM approach [26] as follows:

- **Analyze** the communication process
- **For the purpose of** comparing
- **With respect to** its effort, benefits and issues
- **From the point of view of** software developers
- **In the context of** the development of monolithic and microservices-based systems.

This leads to the following research questions:
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**Literature Analysis**

Goal: classification the different team communication patterns applied in MS development and their benefits and drawbacks

---

**Survey**

Goal: understanding which communication practices they actually considered useful and not.

- Check if company considered all the communication patterns identified in the Literature analysis

---

**Cross Case Analysis**

List of validate communication practices

---

**Large-scale Survey**

Goal: evaluation of communication practices

---

**Figure 1: The Approach**

Q1: Which development process requires more communication time? We expect that teams developing microservices, because of microservice nature, require less communication time than team working on monolithic systems.

Q2: Which development process (monolithic vs microservices) has the highest communication overhead? Also in this case, we expect that the teams working on microservices will have a lower overhead. We propose the following metrics to calculate the overhead:

- M2.1 Development effort (hours)
- M2.2 Total effort. Includes development and communication effort.
- M2.3 Communication overhead. We define communication overhead as ratio between development time and communication time.

Q3: Which communication issues and benefits have microservices?

In order to compare the communication time among different processes, we designed this study as multiple case study with replication design [25]. We aim to involve different teams from different companies, measuring the process by means of a questionnaire to ask their feedbacks. The study population must be composed by experienced developers.

5 ROADMAP

In this Section we illustrate how we propose to carry out the study, as depicted in Figure 1.

(Step 1) **Literature Analysis.** We will perform a literature review with the goal of classifying the different team communication patterns applied in MS development and their benefits and drawbacks.

(Step 2) **Survey.** We survey practitioners to understand which communication practices they actually considered useful and not.

(Step 3) **Multiple Case Studies.** The multiple Case Studies are composed by two sub-steps:

- **Cases Selection and execution.** We will select a set of companies to run our case studies. Companies will be of different domains but working with microservices for at least five years. We will perform the same case study to all the companies independently, so the results of one case study will not influence the others.

- **Cross Case Analysis.** We will analyze all case studies independently. Moreover, we will perform a cross-case analysis to identify commonalities and differences in the communication practices.

(Step 4) **Large-scale survey.** We will test the results obtained by performing a large-scale online survey. The survey
will be composed of closed-ended questions, which allow collecting a large number of useful information about the benefits and issues on each communication practice.

6 CONCLUSION

Compared to monolithic systems, MS development requires less communication among different teams.

In this work we aimed at raising some discussion points about the negative aspects of the reduced need of communication in MS-based software development. The communication issues are partially similar to those highlighted in global software development, when teams need to communicate with different means, in order to synchronize their work. Different communication issues could be addressed with different communication means and strategies. Moreover, we aim at designing an empirical study to validate the hypothesis that the reduced communication need in teams developing microservices does not imply negative effects on the synchronization.

This work will be carried out in collaboration with other research teams, and sharing the results with other projects such as [27] and [28].

The results of this work is mainly aimed at sharing our experience and thoughts on the need of communication in ASD and microservices, so as to define a shared research road-map together with the workshop participants.
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